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# Sammendrag

Denne rapporten tar for seg prosjektet gitt til studentene i faget IDATT2001 Programmering 2, ved Dataingeniør på Norges teknisk- og naturvitenskapelige universitet. Fagets mål er å lære studentene funksjonell og solid programmering, ved bruk av blant annet kjente programmeringsmønstre. For å vise sine egenskaper, både hva de har lært i semesteret og hva de greier å tilegne seg på egenhånd, ble vurderingsformen «mappevurdering» valgt som alternativ til ordinær eksamen.

Prosjektet gikk ut på å utvikle en spillmotor til et tekstbasert spill. Det gav studentene mulighet til å prøve ut nye og mer avanserte metoder og tilnærminger. Videre var det fokus på å jobbe mer professjonelt, ved å benytte versjonskontroll via git, og å anerkjente arbeidsmetodikker som Scrum og Kanban.

Resultatet ble en fungerende spillmotor, med forskjellige fuksjoner for å presentere en ikke-lineær historie. Til tross for forbedringspotensiale i det innleverte produktet, anser gruppen prosjektet for å ha gitt verdifull erfaring og innsikt i programmering, både med tanke på arbeidsmetodikk og programmeringskunnskap.

# Introduksjon

## Bakgrunn

Oppgaven ble gitt som prosjekt for mappevurdering, til førsteårsstudentene ved Dataingeniør BIDATA, NTNU Trondheim. Problemstillingen var å lage en spillmotor for tekstdrevet, ikke-lineære, spill. Det overordnede målet var at motoren skulle utvikles til en tilstand hvor en historie kunne importeres og spilles gjennom fra start til slutt. Oppgaven ble gitt i tre deler, hvor hver bygget på instruksene gitt i den forrige. De to første delene gav detaljerte oppsett av klassene som skulle brukes for å løse oppgaven. I del 3 ble oppgavens rammer løsnet, slik at studentene sto friere til å avslutte og løse oppgaven etter egen evne, skjønn og oppfinnsomhet.

I oppgavene ble det gitt kravspesifikasjoner til programmet. Disse kan ses i mer detalj i kapittel 5 “Kravspesifikasjoner”.

## Avgrensninger

Prosjektet ble gitt enkelte teknologiske avgrensninger i form av hvilket programmeringsspråk og tilhørende komponenter, og versjonskontrollsystem som skulle benyttes:

* Programmeringsspråk: Java, JDK 17 LTS.
* Byggeverktøy: Maven.
* Det grafiske brukergrensesnittet skulle skrives direkte i JavaFX.
* Versjonskontroll: NTNU GitLab.
* Enhetstesting: JUnit.

## Begreper/Ordliste

Begreper og forskortelser brukt i programmet og rapporten.

| Begrep (Norsk) | Begrep (Engelsk) | Betyding/beskrivelse |
| --- | --- | --- |
|  | UML | Unified Modeling Language |
|  | OOP | Object Oriented Programming |
|  | UX | User Experience |
|  | UI | User Interface |
|  | GUI | Graphical User Interface |
|  | Wireframe | Tidlig modell av GUI. Brukes brukertest og planlegging. Ofte interaktiv, men ikke nødvendigvis. |
|  | JVM | Java Virtual Machine |
|  | JavaFX | Grafisk rammeverk for Java-applikasjoner. Utviklet av Oracle. |
|  | FXML | Markup-språk for å bygge GUI i JavaFX via «style sheets». |
|  | IDE | Interactive Development Environment |
|  | IntelliJ IDEA | IDE for Java, laget av JetBrains. |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |

# Teori

I objektorientert programmering (OOP), er coupling og cohesion to sentrale konsepter. Cohesion refererer til hvor tett relatert funksjonene innenfor en klasse eller modul er. Klasser med høy cohesion har funksjoner som jobber tett sammen mot et felles formål, mens klasser med lav cohesion har funksjoner som er mer uavhengige og ikke nødvendigvis arbeider mot en felles oppgave.

Coupling, derimot, beskriver graden av avhengighet mellom forskjellige klasser eller moduler. Ved høy coupling er klassene tett knyttet sammen, slik at endringer i en klasse kan påvirke andre. Med lav coupling er klassene mer uavhengige, slik at endringer i en klasse har minimal effekt på de andre (GeeksforGeeks, 2023).

I OOP er målet derfor å oppnå høy cohesion og lav coupling. Dette bidrar til å lage et program som er enklere å vedlikeholde, forstå og videreutvikle.

Et mye brukt design mønster når man skal programmere komplekse objekter er ‘Builder pattern’. Ved bruk av Builder pattern deler man opp konstruksjonen av et objekt i fire mindre konstruksjoner. Disse fire blir kalt Product, Builder, ConcreteBuilder og Director. Product er basen og selve objektet som skal bygges, Builder er en abstrakt klasse som definerer trinnene for å bygge produktet. ConcreteBuilder er selve byggeren som implementerer trinnene fra Builder til å bygge produktet. Til slutt har man Director som er ansvarlig for å bygge objektet og bruker de tidligere konstruksjonene for å oppnå dette.

Fordelene med Builder-designmønsteret inkluderer mer robust kode, siden komplekse objekter bygges ved hjelp av små, enkle objekter, og bedre kontroll over konstruksjonen av komplekse objekter. Det bidrar også til å redusere antall parametere i konstruktørene og unngår behovet for å ha mange konstruktører med forskjellige parametere noe som gjør kodene enklere å lese (GeeksforGeeks, 2022).

Abstract Factory Pattern er et annet mye brukt designmønster i programmering, og spesielt nyttig når du arbeider med store og komplekse programvaresystemer som krever å lage forskjellige grupper med relaterte objekter. I Abstract Factory Pattern har vi en overordnet fabrikk, kalt "Abstract Factory", som tillater opprettelsen av andre fabrikker. Hver av disse fabrikkene kan generere en gruppe relaterte objekter uten å spesifisere deres konkrete klasser. Disse gruppene med relaterte objekter kalles ofte "produktfamilier".

Fordelene med Factory-designmønsteret er hovedsakelig at det gir lav coupling ved å skjule de konkrete klassene fra klienten (GeeksforGeeks, 2022).

Singleton er enda et designmønster i som gjør det mulig å sikre at kun en forekomst av en klasse blir opprettet. En instans av klassen lagres som en privat statisk variabel. Metoden som returnerer instansen kalles ofte 'getInstance'. Dette sikrer at bare en instans kan eksistere, og at alle referanser til klassen går gjennom denne metoden.

Fordelen med Singleton Pattern er at det gir en kontrollert tilgang til den enkelte instansen og forhindrer flere instanser i en flertrådet miljø. Men hvis den ikke blir implementert riktig kan den skape feiler i koden (GeeksforGeeks, 2023).

# Kravspesifikasjon

Kravene som ble satt frem i del 1 av oppgaven innebar at studenter skulle jobbe i par for å utvikle en programvare som fungerer som en spillmotor for å fremføre en interaktiv historie. Denne programvaren skulle være utformet slik at spillerens valg kunne påvirke historiens utvikling. I tillegg skulle prosjektet integreres med Maven for byggestyring og Git for versjonskontroll.

Del 2 av oppgaven spesifiserte krav til programmets filhåndtering, samt detaljerte hvilke klasser og innhold som skulle være inkludert i den endelige versjonen. Ytterligere krav ble satt til programvarens grafiske brukergrensesnitt (GUI), med en liste over nødvendige funksjoner og designelementer.

Den tredje og siste delen av oppgaven stilte krav om bruk av Builder designmønsteret for å opprette forskjellige spiller objekter i programvaren. Denne delen sikter til å implementere en effektiv og robust måte å opprette og håndtere spiller objektene på.

# Teknisk Design

Programmet ble utviklet som en “offline” applikasjon, som kjører lokalt på datamaskinen.

Dette fordi oppgaven var å lage en spillmotor til et tekstbasert spill, og dermed var det mest hensiktmessig å la det kjøre lokalt. Ingen ressurser må hentes eksternt, siden alt er pakket i kildekoden, med mindre en bruker ønsker å utvide funksjonaliteten.

# Utviklingsprosess

I utviklingen av dette prosjektet ble Kanban metoden valgt som prosessmodell. Kanban er en smidig metodikk som passer godt til prosjekter som tillater raske endringer i programmet ved nye kravspesifikasjoner eller lignende. Dette prosjektet ble delt inn i 3 deler hvor hver del hadde nye krav til programmet, på grunn av dette ble Kanban en passende prosessmodell.

Hvis man kombinerer Kanban metoden med issue board funksjonen til GitLab får man et klart overblikk over prosjektstatus på et gitt tidspunkt hvor hvert kort representerer en oppgave eller "issue" som skal løses. Noe som sammen tillater en effektiv håndtering av arbeidsmengden og rask respons på endringer.

For hver iterasjon av programmet ble nye issues laget og hvert team medlem hadde oversikt over hva de selv skulle jobbe med og hva den andre holdt på med. I veiledningsmøtene med studentassistent kunne man kjapt ta frem det man har jobbet med siden sist og få detaljert tilbakemelding basert på issue-beskrivelsen i GitLab og selve koden fra IDE.

# Implementasjon

Programmet ble utviklet ved hjelp av IDE-et JetBrains IntelliJ IDEA, og er skrevet i Java (Java Development Kit versjon 17.0.6 LTS). Det benytter byggeautomasjonsverktøyet Maven versjon 3.6.3, i tillegg til JavaFX versjon 17.0.1 for å håndtere konstruksjon av det grafiske brukergrensesnittet. Enhetstesting gjøres ved hjelp av JUnit versjon 5.8.1. Versjonskontroll via git, og benytter NTNU GitLab.

Det ble tidlig besluttet å benytte Singleton-mønsteret, siden mange av klassene som representerer objekter som bør eksistere i en gitt tilstand gjennom hele programmets kjøretid. Spesielt dreier dette seg om Main Menu, New Game og In-Game. Dette fordi disse klassene må kunne samhandle uten å lukkes og opprettes hver gang man går til en ny del av spillet. Uytelsesmessig gjør dette at det er litt tyngre å starte, men lettere i bruk siden disse allerede er lastet inn og instansiert. Ved videre utviklingen må bruk av Singletons vurderes nøye, slik at man ikke ender opp med mange unødvendige instanser kjørende.

I hovedsak ble NewGameView den viktigste klassen for å sette sammen alle klassene til et spill som kunne kjøre. Den brukte verdier fra Enum-klasser, spesielt PlayerSpecializationEnum som, kombinert med listeners i comboboxer, satte opp en valgt spillkarakter basert på verdiene tilknyttet de valg man gjorde. Dette ble lagret ved å hente ut teksten fra disse input-ene og så referere til de samme verdiene videre utover i prosessen. Valgene ble lagret i en «GameState»-klasse, som holdt på tilstanden til det valgte spillet, spillerkarakteren, historien man valgte og hvor i historien man var («Passage»). Dette ble også skrevet til en tekstfil.

Game- og Player-klassene fra oppgavespesifikasjonen ble reimplementert i GameState-klassen. Årsaken til dette var i at det virket lettere å implementere den uten å måtte skrive om de eksiterende klassene, og at det i øyeblikket var enklere å skrive den slik at den passet direkte til de behovene som presenterte seg mens NewGameView ble konstruert. I tillegg hadde gruppen tidlig litt problemer med å skjønne hvordan klassene i oppgaven kunne knyttes sammen og bygges videre, og dermed var det enklere å skrive ny.

Player ble etterhvert tatt i bruk, men Game ble noe overflødig. Det ble gjort forsøk på refaktorisering for å skille Player mer fra GameState og benytte Game, men på grunn av tidsbegrensninger ble det ikke tid til det.

En overordnet oversikt over klassene kan ses i vedlagt klassediagram.

Vedlagt er også sekvensdiagrammer for InGameView, MainMenuView, NewGameView og StoryParser.

# Testing

Det ble skrevet enhetstester til de grunnleggende klassene i gitt oppgaven. Disse ble skrevet deterministisk, og til å teste både positivt og negativt. Det ble implementert unntakshåndtering i metoder for å forhindre at programmet kræsjet som følge av feil.

Det ble utført en enkel brukertest på kode og spill. Foruten innvendinger på det noe uferdige grafiske designet, begrensede muligheter til å sette opp karakteren sin, og lite interaksjon i selve spillet ut over dialogvalg, var tilbakemeldingen i stor grad positiv, situasjonen tatt i betraktning. Det samme gjaldt gjennomgang av kode, hvor brukeren måtte navigere kildekoden for å gjøre endringer vedkommende ønsket. Brukertesten ble gjort veldig uformelt, uten større forsøk på “destruktiv testing”. De fleste tilbakemeldingene gjaldt allerede kjente svakheter.

# Utrulling til sluttbruker (deployment)

Applikasjonen rulles ut ved at bruker laster ned kildekoden fra GitLab-repoet. Denne kjøres så via et IDE, for eksempel IntelliJ IDEA.

# Drøfting

[Her oppsummerer du/dere oppgaven. Hvor langt kom du/dere (resultat)? Hva fikk du/dere ikke gjort i forhold til oppgaveteksten? Hva var de store utfordringene/problemene du/dere møtte, etc..

Spesielt viktig er det å drøfte din egen løsning i forhold til det du har lært om gode prinsipper for design av programvare (robust kode, kodestil, designprinsipper osv) som beskrevet i teori-kapittelet.

Her bør man også gjøre seg tanker rundt kvaliteten av det arbeidet som er nedlagt.

Er de kildene du/dere bruker pålitelige, er det sprik mellom forskjellige kilder (og i så fall hvorfor), er det andre forhold som kan være med å gjøre noen av de vurderinger og valg du/dere har gjort usikre?]

DRØFTING

# I løpet av prosjektet har teamet fullført et program som lar brukeren velge en historie som skal fortelles, velge karakter og sette mål for spillet gjennom et brukergrensesnitt. Det har blitt lagt mye vekt på å utvikle robust kode, og derfor mangler programmet noen ekstra funksjoner, som lyd, animasjoner, minispill og lagring av fremgang. Årsaken til at disse elementene ikke ble implementert skyldes en undervurdering av arbeidsmengden som var nødvendig for å utvikle de eksisterende funksjonene. Hvis det samme programmet skulle utvikles igjen, ville det blitt lagt av mer tid til hver iterasjon, slik at mer funksjonalitet kunne blitt legg til.

På grunn av kravene til hvordan programmet skulle bli bygget opp i del 1 og 2 hadde teamet litt vansker med å komme i gang og forstå hvordan man skulle videre bygge på de eksisterende klassene. På grunn av dette ble det mye tid som ble kastet bort på å skrive kode som ikke kunne brukes på grunn av at den ikke var kompatibel med hvordan faglærer ønsket at programmet skulle være oppbygget.

# Konklusjon – Erfaring

Hvis vi ser tilbake på kravspesifikasjonen, er det enkelte mangler om stikker seg ut. Disse går i stor grad ut på manglende implementasjon av Goals på en måte som gjør at de har en innvirkning på spillet. I tillegg gjør mangelen av Actions at spillet fremstår mer som en ikke-lineær visuell novelle, mer enn et spill i den forstand.

I tillegg ble det laget egne klasser i løpet av prosjektets utvikling, som tok over rollene som klasser gitt i oppgaven var ment å ha. Selv om disse klassene gir mye av den samme funksjonaliteten, er ikke disse implementert i henhold til de gitte kravene.

Siden dette prosjektet gikk parallelt med prosjekt i Systemutvikling IDATT1002 som skulle leveres tidligere, ble det prioritert å jobbe der frem til levering. Selv om det ble gjennomført planleggingsøkter, hvor features og krav ble listet opp og prioritert, burde det blitt viet mer tid til dette, med en tydeligere plan. En skisse av systemet burde blitt laget, for å gjøre arbeidet mer oversiktlig og forutsigbart.

Begrensningene i spillmotoren er i stor grad mangelen av Actions og Goals, som gjør at interaktivitet er noe begrenset. Metodene er implementert, men funksjonaliteten ble ikke fungerende «in-game» i tide til levering. Det uferdige grafisk designet, og *features* som man ser omrisset av, men ikke gjør noe, er også begrensinger som sådan.

I videre utvikling ville prioriteten vært Actions i dialogene. Dette ville gjort spillet mer interaktivt, der handlingene kunne hatt konsekvenser i form av endring i helse, gull, osv. Actions kunne også brukes til turbasert kampmekanikk, slik man kjenner fra japanske rollespill. Dernest ville Goals vært et mål å implementere, for å sette krav som må møtes for å vinne et spill.

Bedre og mer komplett feilhåndtering, og gode tilbakemeldinger på disse i det grafiske grensesnittet, er også høyt prioritert.

Alt i alt er gruppa fornøyd med resultatet. Selv om løsningen ikke ble optimal, ei heller komplett ut fra spesifikasjonene, ble resultatet en klient som kan kjøre en spillfil, og legge til skjermelementer basert på innholdet i fila og hvilke valg som ble gjort i oppsettet til spillet. Altså har prosjektet bidratt til å utvikle gruppas kunnskaper, ikke bare innen programmering, men også hvilke krav som bør stilles til planleggingen av utviklingsprosessen.

# Referanser

[Forfatter, årstall, tittel på bok eller artikkel, navn på tidsskrift eller forlag/utgiver, nr. eller dato for tidsskrift, sted som det vises til eller refereres fra i oppgaven.

Konkret for programmeringsemner: Regner med at du/dere kommer til å måtte slå opp litt i læreboka, så den er en innlysende referanse. Dersom du/dere i tillegg benytter internett, så list URL’er til sidene du/dere har benyttet.]

1. Josikakar. (2023, 18. April) Software Engineering | Coupling and Cohesion <https://www.geeksforgeeks.org/software-engineering-coupling-and-cohesion/>
2. GeeksforGeeks. (2022, 5. Desember) Builder Design Pattern <https://www.geeksforgeeks.org/builder-design-pattern/?ref=gcse>
3. GeeksforGeeks. (2022, 26. Desember) Abstract Factory Pattern <https://www.geeksforgeeks.org/abstract-factory-pattern/?ref=gcse>
4. GeeksforGeeks. (2023, 6. Mars) Java Singleton Class <https://www.geeksforgeeks.org/singleton-class-java/?ref=gcse>
5. Conventional Commits 1.0.0   
   <https://www.conventionalcommits.org/en/v1.0.0/#summary>
6. StackOverflow  
   <https://stackoverflow.com/>
7. Java® Platform, Standard Edition & Java Development Kit  
   Version 11 API Specification  
   <https://docs.oracle.com/en/java/javase/11/docs/api/index.html>

# Vedlegg

Vedlegg til rapporten.

1. Brukermanual for Paths-formatet.   
   Filnavn: *01 - Brukermanual User Manual - Paths format.pdf*
2. Klassediagram Paths.  
   Filnavn: *02 - classDiagram-Paths\_Full.png*
3. Sekvensdiagram for klassen InGameView.   
   Filnavn: *03 - sequenceDiagram-InGameView.png*
4. Sekvensdiagram for klassen MainMenuView.   
   Filnavn: *04 - sequenceDiagram-MainMenuView.png*
5. Sekvensdiagram for klassen NewGameView, metode NewGameView.   
   Filnavn*: 05 - sequenceDiagram-NewGameView\_newGameViewMethod.png*
6. Sekvensdiagram for klassen StoryParser, metode createLinkFromLine.  
   Filnavn: *06 - sequenceDiagram-StoryParser\_createLinkFromLine.png*
7. Sekvensdiagram for klassen StoryParser, metode parseStoryFromFile.   
   Filnavn: *07 - sequenceDiagram-StoryParser\_parseStoryFromFile.png*